**Que son las variables var y las variables let (de un ejemplo)**

**var**:

* Antes de la llegada de **let** en ECMAScript 6 (también conocido como ES6), **var** era la forma más común de declarar variables en JavaScript.
* Las variables declaradas con **var** tienen un alcance de función o global, lo que significa que pueden ser accesibles dentro de la función en la que se declararon o en todo el ámbito global del script, dependiendo de dónde se declaren.
* Las variables **var** pueden ser re-declaradas y actualizadas dentro de su ámbito.
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**let**:

* Introducido en ECMAScript 6 (ES6), **let** tiene un alcance de bloque, lo que significa que solo están disponibles dentro del bloque en el que se declaran (por ejemplo, dentro de un bucle **for**, una declaración **if**, un bloque de función, etc.).
* Las variables **let** no pueden ser re-declaradas dentro del mismo ámbito y no permiten la duplicación de nombres de variable dentro de un mismo bloque.
* A diferencia de **var**, las variables **let** no se elevan al principio del ámbito, lo que significa que no puedes acceder a ellas antes de su declaración.
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Descripción generada automáticamente](data:image/png;base64,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)

**Que son las constantes (conts) (de un ejemplo)**

las constantes (const) en JavaScript son variables cuyo valor no puede cambiar después de su declaración inicial. Son útiles para almacenar valores que no deben modificarse durante la ejecución del programa, como constantes matemáticas, valores de configuración, o referencias a objetos inmutables.

// Ejemplo de constante

const PI = 3.14159;

console.log(PI); // Imprime: 3.14159

// Intentar cambiar el valor de una constante generará un error

// PI = 3; // Esto generaría un error

// Las constantes deben asignarse un valor al momento de la declaración

// const MY\_CONSTANT; // Esto generaría un error, ya que no se ha asignado un valor a la constante

// Las constantes pueden ser de cualquier tipo de dato

const SALUDO = "¡Hola, mundo!";

console.log(SALUDO); // Imprime: ¡Hola, mundo!

// Las constantes pueden ser objetos o arreglos, y sus propiedades pueden modificarse

const persona = { nombre: "Juan", edad: 30 };

console.log(persona.nombre); // Imprime: Juan

persona.edad = 31; // Esto es válido, ya que no estamos cambiando la referencia de la constante, solo sus propiedades

console.log(persona.edad); // Imprime: 31

// Sin embargo, no podemos asignar una nueva referencia a la constante

// persona = { nombre: "María", edad: 25 }; // Esto generaría un error

**Que son las cadenas de texto (Strings) (de un ejemplo)**

Las cadenas de texto, también conocidas como strings en inglés, son una secuencia de caracteres encerrados entre comillas simples (''), comillas dobles ("") o comillas invertidas (``). En JavaScript, las cadenas de texto son utilizadas para representar datos de texto.

**/ Ejemplo de cadenas de texto**

let mensaje1 = '¡Hola, mundo!';

let mensaje2 = "Esta es una cadena de texto.";

let mensaje3 = `Las comillas invertidas también pueden usarse para crear cadenas de texto.`;

console.log(mensaje1); // Imprime: ¡Hola, mundo!

console.log(mensaje2); // Imprime: Esta es una cadena de texto.

console.log(mensaje3); // Imprime: Las comillas invertidas también pueden usarse para crear cadenas de texto.

**Que son las plantillas de cadenas texto (Template Strings) (de un ejemplo)**

Las plantillas de cadenas de texto, también conocidas como template strings en inglés, son una característica introducida en ECMAScript 6 (ES6) que permite crear cadenas de texto de una manera más legible y flexible, permitiendo la interpolación de variables y expresiones dentro de la cadena utilizando la sintaxis de comillas invertidas (``).

**// Ejemplo de plantillas de cadenas de texto**

let nombre = 'Juan';

let edad = 30;

// Utilizando plantillas de cadenas de texto

let mensaje = `Hola, mi nombre es ${nombre} y tengo ${edad} años.`;

console.log(mensaje); // Imprime: Hola, mi nombre es Juan y tengo 30 años.

**Que son los números (Numbres) (de un ejemplo)**

Los números, también conocidos como números en inglés, son un tipo de datos en JavaScript que representan valores numéricos, ya sean enteros o de punto flotante (números decimales). En JavaScript, los números pueden ser escritos con o sin decimales.

**// Ejemplo de números**

let entero = 42; // Un número entero

let decimal = 3.14; // Un número decimal (de punto flotante)

console.log(entero); // Imprime: 42

console.log(decimal); // Imprime: 3.14

// Se pueden realizar operaciones matemáticas con números

let suma = entero + decimal;

console.log(suma); // Imprime: 45.14

// Los números también pueden ser negativos

let negativo = -7;

console.log(negativo); // Imprime: -7

// Los números en JavaScript pueden representar valores muy grandes o pequeños

let muyGrande = 1.5e10; // 1.5 \* 10^10

let muyPequenio = 2.5e-4; // 2.5 \* 10^(-4)

console.log(muyGrande); // Imprime: 15000000000

console.log(muyPequenio); // Imprime: 0.00025

**Que son los Booleans (de un ejemplo)**

Los booleanos, también conocidos como valores booleanos, son un tipo de datos en JavaScript que representan un valor de verdad, es decir, pueden ser true (verdadero) o false (falso). Estos valores son fundamentales para el control de flujo y la toma de decisiones en programación.

**// Ejemplo de booleanos**

let esMayorDeEdad = true; // Variable booleana que indica si una persona es mayor de edad

let esDiaSoleado = false; // Variable booleana que indica si el día está soleado

console.log(esMayorDeEdad); // Imprime: true

console.log(esDiaSoleado); // Imprime: false

// Los booleanos se utilizan comúnmente en estructuras condicionales

if (esMayorDeEdad) {

console.log("La persona es mayor de edad");

} else {

console.log("La persona es menor de edad");

}

if (esDiaSoleado) {

console.log("Hace sol hoy");

} else {

console.log("No hace sol hoy");

}

**Que son los undefined, null y Nan (de un ejemplo)**

En JavaScript, undefined, null y NaN son valores especiales que representan diferentes conceptos:

1. **undefined:** Este valor se asigna automáticamente a las variables que han sido declaradas pero no inicializadas con un valor. También puede ser el valor de retorno de una función si no se especifica explícitamente lo que debe devolver.

**let variableSinValor;**

console.log(variableSinValor); // Imprime: undefined

function obtenerValor() {

// No se especifica un valor de retorno

}

console.log(obtenerValor()); // Imprime: undefined

1. **null**: Este valor se utiliza para indicar la ausencia intencional de cualquier valor o referencia de objeto. Es diferente de **undefined**, que generalmente indica que una variable no está definida o que una función no tiene un valor de retorno.

let objetoNulo = null;

console.log(objetoNulo); // Imprime: null

1. **NaN** (Not a Number): Este valor se utiliza para representar un valor que no es un número válido en JavaScript. Puede ocurrir, por ejemplo, al intentar realizar operaciones matemáticas inválidas, como dividir una cadena por un número.

let resultado = "texto" / 2;

console.log(resultado); // Imprime: NaN

**Que son las funciones y que tipos de funciones existente en JavaScript (de ejemplos)**

las funciones son bloques de código reutilizable que pueden ser llamados o invocados para realizar una tarea específica. Las funciones pueden aceptar parámetros como entrada y pueden devolver un valor como salida. Son una parte fundamental del lenguaje y se utilizan para organizar y reutilizar el código de manera eficiente.

Existen varios tipos de funciones en JavaScript, incluyendo:

1. **Funciones Declarativas**: También conocidas como funciones nombradas o funciones con nombre, se declaran utilizando la palabra clave **function**. Pueden ser llamadas antes de que se definan en el código, debido al hoisting.

// Ejemplo de función declarativa

function saludar(nombre) {

return "¡Hola, " + nombre + "!";

}

console.log(saludar("Juan")); // Imprime: ¡Hola, Juan!

1. **Expresiones de Funciones**: Son funciones asignadas a una variable o propiedad de objeto. Pueden ser anónimas o nombradas.

// Ejemplo de expresión de función anónima

let sumar = function(a, b) {

return a + b;

};

console.log(sumar(3, 5)); // Imprime: 8

// Ejemplo de expresión de función nombrada

let multiplicar = function multiplicar(a, b) {

return a \* b;

};

console.log(multiplicar(2, 4)); // Imprime: 8

1. **Funciones Flecha (Arrow Functions)**: Son una forma más concisa de escribir funciones en JavaScript introducidas en ES6. Tienen una sintaxis más corta y conservan el contexto **this** del entorno en el que se definen.

// Ejemplo de función flecha

let cuadrado = (x) => {

return x \* x;

};

console.log(cuadrado(3)); // Imprime: 9

1. **Funciones Constructoras**: Son funciones utilizadas junto con el operador **new** para crear objetos. Se utilizan como plantillas para crear múltiples objetos del mismo tipo.

// Ejemplo de función constructora

function Persona(nombre, edad) {

this.nombre = nombre;

this.edad = edad;

}

let persona1 = new Persona("Juan", 30);

let persona2 = new Persona("María", 25);

console.log(persona1); // Imprime: Persona { nombre: 'Juan', edad: 30 }

console.log(persona2); // Imprime: Persona { nombre: 'María', edad: 25 }

1. **Funciones anónimas**: Las funciones anónimas son útiles cuando solo necesitas definir una función en un lugar específico del código y no la vas a reutilizar en otros lugares.

// Ejemplo de función anónima

let saludar = function(nombre) {

return "¡Hola, " + nombre + "!";

};

console.log(saludar("Juan")); // Imprime: ¡Hola, Juan!

**Que son los arreglos (Arrays) (de ejemplos)**

los arreglos (arrays en inglés) son estructuras de datos que se utilizan para almacenar una colección ordenada de elementos. Los elementos de un arreglo pueden ser de cualquier tipo de datos, como números, strings, booleanos, objetos u otros arreglos. Cada elemento en un arreglo tiene una posición numérica conocida como índice, que comienza desde 0 para el primer elemento y se incrementa secuencialmente.

**// Ejemplo de creación de un arreglo con números**

let numeros = [1, 2, 3, 4, 5];

// Ejemplo de creación de un arreglo con strings

let colores = ['rojo', 'verde', 'azul'];

// Ejemplo de creación de un arreglo mixto

let mixto = [1, 'dos', true, [6, 7, 8]];

// También se puede crear un arreglo vacío y luego añadir elementos

let vacio = [];

vacio.push(10);

vacio.push(20);

**// Accediendo a elementos por su índice**

console.log(numeros[0]); // Imprime: 1

console.log(colores[1]); // Imprime: verde

// Accediendo a elementos de un arreglo dentro de otro arreglo

console.log(mixto[3][0]); // Imprime: 6

**// Modificando un elemento del arreglo**

numeros[2] = 30;

// Añadiendo un nuevo elemento al final del arreglo

colores.push('amarillo');

// Eliminando el último elemento del arreglo

mixto.pop();

console.log(numeros.length); // Imprime: 5

console.log(colores.length); // Imprime: 4

**Que son los objetos en JavaScript (de un ejemplo)**

los objetos son estructuras de datos que permiten almacenar datos y funciones relacionadas en un solo lugar. Los objetos pueden representar entidades del mundo real, como personas, productos o cualquier otro concepto, y se componen de pares de clave-valor, donde cada clave es una cadena única que actúa como identificador del valor correspondiente.

// Ejemplo de objeto en JavaScript

let persona = {

nombre: 'Juan',

edad: 30,

ocupacion: 'Desarrollador',

saludar: function() {

console.log('¡Hola! Soy ' + this.nombre + ', tengo ' + this.edad + ' años y soy ' + this.ocupacion + '.');

}

};

// Accediendo a propiedades del objeto

console.log(persona.nombre); // Imprime: Juan

console.log(persona.edad); // Imprime: 30

// Llamando a un método del objeto

persona.saludar(); // Imprime: ¡Hola! Soy Juan, tengo 30 años y soy Desarrollador.

**Tipos de operadores (de un ejemplo de cada uno)**

hay varios tipos de operadores que se utilizan para realizar diferentes operaciones, como operaciones aritméticas, comparaciones, asignaciones y lógicas. Aquí tienes ejemplos de cada uno de los tipos de operadores:

1. **Operadores Aritméticos:**
   * Se utilizan para realizar operaciones matemáticas.

// Ejemplo de operadores aritméticos

let x = 5;

let y = 2;

console.log(x + y); // Suma: Imprime 7

console.log(x - y); // Resta: Imprime 3

console.log(x \* y); // Multiplicación: Imprime 10

console.log(x / y); // División: Imprime 2.5

console.log(x % y); // Módulo: Imprime 1 (resto de la división)

console.log(++x); // Incremento: Imprime 6

console.log(--y); // Decremento: Imprime 1

1. **Operadores de Comparación**:

* Se utilizan para comparar dos valores y devolver un resultado booleano.

// Ejemplo de operadores de comparación

let a = 5;

let b = 10;

console.log(a == b); // Igual a: Imprime false

console.log(a != b); // No igual a: Imprime true

console.log(a > b); // Mayor que: Imprime false

console.log(a < b); // Menor que: Imprime true

console.log(a >= b); // Mayor o igual que: Imprime false

console.log(a <= b); // Menor o igual que: Imprime true

1. **Operadores de Asignación**:

* Se utilizan para asignar valores a variables.

// Ejemplo de operadores de asignación

let c = 10;

let d = 5;

c += d; // Equivalente a c = c + d;

console.log(c); // Imprime 15

d \*= 2; // Equivalente a d = d \* 2;

console.log(d); // Imprime 10

1. **Operadores Lógicos**:

* Se utilizan para combinar expresiones condicionales y devolver un resultado booleano.

// Ejemplo de operadores lógicos

let llueve = true;

let haceFrio = false;

console.log(llueve && haceFrio); // AND lógico: Imprime false

console.log(llueve || haceFrio); // OR lógico: Imprime true

console.log(!llueve); // NOT lógico: Imprime false

1. **Operadores de Concatenación de Cadenas**:

* Se utilizan para concatenar cadenas de texto.

/ Ejemplo de operador de concatenación de cadenas

let nombre = "Juan";

let apellido = "Pérez";

let nombreCompleto = nombre + " " + apellido;

console.log(nombreCompleto); // Imprime "Juan Pérez"

**Condicionales (de un ejemplo)**

Los condicionales en JavaScript se utilizan para ejecutar diferentes bloques de código según una condición específica. El condicional más común es la instrucción **if**, que ejecuta un bloque de código si una condición dada es verdadera. También se pueden utilizar instrucciones **else if** y **else** para especificar bloques de código alternativos que se ejecutan cuando la condición **if** es falsa.

// Ejemplo de condicional if

let edad = 20;

if (edad >= 18) {

console.log("Eres mayor de edad.");

} else {

console.log("Eres menor de edad."

/ Ejemplo de condicional else if

let puntaje = 85;

if (puntaje >= 90) {

console.log("Aprobaste con una A.");

} else if (puntaje >= 80) {

console.log("Aprobaste con una B.");

} else if (puntaje >= 70) {

console.log("Aprobaste con una C.");

} else {

console.log("Has reprobado.");

}

**Ciclos (Loops) (de un ejemplo de cada uno)**

hay varios tipos de ciclos o bucles que se utilizan para repetir la ejecución de un bloque de código hasta que se cumple una condición específica. Los tres tipos principales de ciclos son: for, while y do...while.

**Ciclo for**:

* Se utiliza para iterar sobre una secuencia de valores.

// Ejemplo de ciclo for

for (let i = 0; i < 5; i++) {

console.log("Iteración " + (i + 1));

}

**Ciclo while**:

* Se utiliza para ejecutar un bloque de código mientras una condición específica sea verdadera.

// Ejemplo de ciclo while

let contador = 0;

while (contador < 5) {

console.log("Iteración " + (contador + 1));

contador++;

}

**Ciclo do...while**:

* Similar al ciclo **while**, pero garantiza que el bloque de código se ejecute al menos una vez antes de verificar la condición.

// Ejemplo de ciclo do...while

let x = 0;

do {

console.log("Iteración " + (x + 1));

x++;

} while (x < 5);

**Manejo de errores (de un ejemplo)**

// Función que divide dos números y maneja cualquier error que pueda ocurrir

function dividir(a, b) {

try {

if (b === 0) {

throw new Error("División por cero no permitida");

}

return a / b;

} catch (error) {

// Captura y maneja el error

console.error("Ha ocurrido un error:", error.message);

return null; // Devuelve null para indicar que hubo un error

}

}

// Ejemplo de uso de la función dividir

console.log(dividir(10, 2)); // Imprime: 5

console.log(dividir(8, 0)); // Imprime: Ha ocurrido un error: División por cero no permitida

console.log(dividir(15, 3)); // Imprime: 5

**Break & Continue (de un ejemplo de cada uno)**

las palabras clave break y continue se utilizan dentro de bucles para controlar el flujo de ejecución

**Ejemplo de break**:

* La palabra clave **break** se utiliza para salir de un bucle antes de que se complete su iteración normal.

// Ejemplo de break

for (let i = 0; i < 5; i++) {

console.log("Iteración " + (i + 1));

if (i === 2) {

break; // Salir del bucle cuando i sea igual a 2

}

}

**Ejemplo de continue**:

* La palabra clave **continue** se utiliza para saltar una iteración del bucle y continuar con la siguiente iteración

// Ejemplo de continue

for (let i = 0; i < 5; i++) {

if (i === 2) {

continue; // Saltar la iteración cuando i sea igual a 2

}

console.log("Iteración " + (i + 1));

}

**Que es la destructuración (de un ejemplo)**

La destructuración es una característica de JavaScript que permite descomponer o extraer valores de objetos y arreglos en variables individuales de una manera más concisa y legible. Esto simplifica la asignación de valores a variables, especialmente cuando trabajas con objetos o arreglos complejos.

// Ejemplo de destructuración de objetos

let persona = {

nombre: 'Juan',

edad: 30,

ocupacion: 'Desarrollador'

};

// Extrayendo valores del objeto persona en variables individuales

let { nombre, edad, ocupacion } = persona;

console.log(nombre); // Imprime: Juan

console.log(edad); // Imprime: 30

console.log(ocupacion); // Imprime: Desarrollador

En este ejemplo, la destructuración se utiliza para extraer las propiedades **nombre**, **edad** y **ocupacion** del objeto **persona** y asignarlas a variables del mismo nombre. Esto elimina la necesidad de acceder a las propiedades del objeto utilizando la notación de puntos (**persona.nombre**, **persona.edad**, etc.).

// Ejemplo de destructuración de arreglos

let numeros = [1, 2, 3];

// Extrayendo valores del arreglo numeros en variables individuales

let [num1, num2, num3] = numeros;

console.log(num1); // Imprime: 1

console.log(num2); // Imprime: 2

console.log(num3); // Imprime: 3

En este ejemplo, la destructuración se utiliza para extraer los valores individuales del arreglo **numeros** y asignarlos a variables **num1**, **num2** y **num3**.

**Que son los objetos literales (de un ejemplo)**

Los objetos literales, también conocidos como objetos de notación literal, son una forma de definir y crear objetos en JavaScript utilizando una sintaxis simple y concisa. Los objetos literales se definen entre llaves {} y consisten en pares de clave-valor separados por comas.

// Ejemplo de objeto literal

let persona = {

nombre: 'Juan',

edad: 30,

ocupacion: 'Desarrollador',

saludar: function() {

console.log('¡Hola! Soy ' + this.nombre + ', tengo ' + this.edad + ' años y soy ' + this.ocupacion + '.');

}

};

// Accediendo a propiedades y métodos del objeto literal

console.log(persona.nombre); // Imprime: Juan

console.log(persona.edad); // Imprime: 30

console.log(persona.ocupacion); // Imprime: Desarrollador

persona.saludar(); // Imprime: ¡Hola! Soy Juan, tengo 30 años y soy Desarrollador.

En este ejemplo, el objeto literal **persona** tiene cuatro propiedades: **nombre**, **edad**, **ocupacion** y **saludar**, donde **nombre**, **edad** y **ocupacion** son pares de clave-valor que representan información sobre una persona, y **saludar** es un método que imprime un mensaje de saludo utilizando las propiedades del objeto.

**Que son los parámetros REST y Operador Spread (de un ejemplo de cada uno)**

Los parámetros REST y el operador Spread son características de JavaScript que se utilizan para trabajar con un número variable de argumentos en funciones y para clonar objetos y arreglos de una manera más conveniente, respectivamente.

**Parámetros REST**:

* Los parámetros REST permiten a una función aceptar un número variable de argumentos como un arreglo.

// Ejemplo de parámetros REST

function sumar(...numeros) {

let total = 0;

for (let num of numeros) {

total += num;

}

return total;

}

console.log(sumar(1, 2, 3, 4, 5)); // Imprime: 15

console.log(sumar(10, 20, 30)); // Imprime: 60

En este ejemplo, la función **sumar** acepta un número variable de argumentos utilizando el parámetro REST **...numeros**, que recopila todos los argumentos pasados a la función en un arreglo llamado **numeros**. La función luego suma todos los números dentro del arreglo **numeros** y devuelve el resultado.

1. **Operador Spread**:
   * El operador Spread se utiliza para expandir los elementos de un arreglo o los pares clave-valor de un objeto en un lugar donde se esperan múltiples elementos.

// Ejemplo de operador Spread con arreglos

let arreglo1 = [1, 2, 3];

let arreglo2 = [...arreglo1, 4, 5, 6];

console.log(arreglo2); // Imprime: [1, 2, 3, 4, 5, 6]

// Ejemplo de operador Spread con objetos

let objeto1 = { a: 1, b: 2 };

let objeto2 = { ...objeto1, c: 3, d: 4 };

console.log(objeto2); // Imprime: { a: 1, b: 2, c: 3, d: 4 }

**Que son las arrow functions (de un ejemplo)**

Las arrow functions, también conocidas como funciones flecha, son una característica introducida en ECMAScript 6 (también conocido como ES6) de JavaScript. Proporcionan una sintaxis más concisa para definir funciones en comparación con las funciones tradicionales, y tienen un comportamiento especial con respecto al alcance (this). Aquí tienes un ejemplo de una arrow function:

// Ejemplo de arrow function

const sumar = (a, b) => {

return a + b;

};

console.log(sumar(3, 5)); // Imprime: 8

En este ejemplo, **sumar** es una arrow function que toma dos parámetros **a** y **b**, y devuelve la suma de ambos. La sintaxis de la arrow function es **(parametros) => { cuerpo de la función }**, donde los parámetros están entre paréntesis y el cuerpo de la función está entre llaves. En este caso, el cuerpo de la función es una expresión que devuelve la suma de **a** y **b**.

**Que son los prototipos (de un ejemplo)**

cada objeto tiene un enlace interno a otro objeto llamado "prototipo" (prototype en inglés). Los prototipos permiten compartir propiedades y métodos entre múltiples objetos de manera eficiente, lo que es una parte clave del sistema de herencia en JavaScript. Cuando se accede a una propiedad o método en un objeto y este no está definido en el propio objeto, JavaScript busca en su prototipo y continúa buscando en la cadena de prototipos hasta encontrar la propiedad o método deseado.

// Definición de un objeto persona

function Persona(nombre, edad) {

this.nombre = nombre;

this.edad = edad;

}

// Agregando un método al prototipo de Persona

Persona.prototype.saludar = function() {

console.log('¡Hola! Mi nombre es ' + this.nombre + ' y tengo ' + this.edad + ' años.');

};

// Creando una instancia de Persona

let juan = new Persona('Juan', 30);

// Llamando al método saludar

juan.saludar(); // Imprime: ¡Hola! Mi nombre es Juan y tengo 30 años.

En este ejemplo, primero se define una función constructora llamada **Persona**, que tiene dos propiedades: **nombre** y **edad**. Luego, se agrega un método llamado **saludar** al prototipo de **Persona** utilizando **Persona.prototype**. Este método estará disponible para todas las instancias de **Persona**, pero no se duplicará en cada instancia.

**Que es la herencia prototípica (de un ejemplo)**

La herencia prototípica es un modelo de herencia en JavaScript que se basa en el concepto de prototipos. En este modelo, cada objeto tiene un prototipo que sirve como plantilla para crear el objeto y proporciona propiedades y métodos compartidos entre los objetos. Cuando se accede a una propiedad o método en un objeto y este no está definido en el propio objeto, JavaScript busca en su cadena de prototipos hasta encontrar la propiedad o método deseado.

// Definición del prototipo Persona

function Persona(nombre, edad) {

this.nombre = nombre;

this.edad = edad;

}

// Agregando un método al prototipo de Persona

Persona.prototype.saludar = function() {

console.log('¡Hola! Mi nombre es ' + this.nombre + ' y tengo ' + this.edad + ' años.');

};

// Definición del prototipo Estudiante que hereda de Persona

function Estudiante(nombre, edad, grado) {

Persona.call(this, nombre, edad); // Llamada al constructor de Persona

this.grado = grado;

}

// Herencia prototípica: Estudiante hereda de Persona

Estudiante.prototype = Object.create(Persona.prototype);

Estudiante.prototype.constructor = Estudiante;

// Agregando un método adicional al prototipo de Estudiante

Estudiante.prototype.estudiar = function() {

console.log(this.nombre + ' está estudiando en el grado ' + this.grado + '.');

};

// Creando una instancia de Estudiante

let estudiante1 = new Estudiante('María', 25, 'Décimo');

// Llamando a métodos de Estudiante y Persona

estudiante1.saludar(); // Método heredado de Persona: ¡Hola! Mi nombre es María y tengo 25 años.

estudiante1.estudiar(); // Método propio de Estudiante: María está estudiando en el grado Décimo.

En este ejemplo, primero se define el prototipo **Persona** con un constructor que acepta **nombre** y **edad**, y se agrega un método **saludar** al prototipo **Persona**. Luego se define el prototipo **Estudiante** que hereda de **Persona**, utilizando **Object.create(Persona.prototype)** para establecer la cadena de prototipos.

**Que son los métodos estáticos, getters y setters (de un ejemplo de cada uno)**

En JavaScript, los métodos estáticos, getters y setters son técnicas que se utilizan para manipular y acceder a propiedades de clases de una manera controlada y conveniente. Aquí tienes un ejemplo de cada uno:

1. **Métodos estáticos**:
   * Los métodos estáticos son métodos asociados a la clase en sí misma, en lugar de a las instancias individuales de la clase. Se invocan en la clase en lugar de en las instancias y generalmente se utilizan para realizar operaciones que no dependen de las instancias de la clase.

// Ejemplo de método estático

class Calculadora {

static sumar(a, b) {

return a + b;

}

}

console.log(Calculadora.sumar(3, 5)); // Imprime: 8

**Getters**:

* Los getters son métodos que se utilizan para obtener el valor de una propiedad de un objeto. Permiten acceder a una propiedad de forma similar a la lectura de una variable, pero permiten realizar operaciones adicionales antes de devolver el valor.

// Ejemplo de getter

class Persona {

constructor(nombre) {

this.\_nombre = nombre;

}

get nombre() {

return this.\_nombre.toUpperCase();

}

}

let persona = new Persona('Juan');

console.log(persona.nombre); // Imprime: JUAN

**Setters**:

* Los setters son métodos que se utilizan para asignar un valor a una propiedad de un objeto. Permiten realizar validaciones u operaciones adicionales antes de asignar el valor.

// Ejemplo de setter

class Rectangulo {

constructor(ancho, altura) {

this.\_ancho = ancho;

this.\_altura = altura;

}

set ancho(valor) {

if (valor > 0) {

this.\_ancho = valor;

} else {

console.error('El ancho debe ser mayor que cero.');

}

}

}

let rectangulo = new Rectangulo(10, 20);

rectangulo.ancho = 15; // Asigna un nuevo valor al ancho

console.log(rectangulo); // Imprime: Rectangulo { \_ancho: 15, \_altura: 20 }

rectangulo.ancho = -5; // Intenta asignar un valor negativo al ancho, lo que genera un error

**Que es el objeto console (de un ejemplo)**

El objeto console es una característica integrada en los navegadores web y en el entorno de ejecución de JavaScript que proporciona métodos para interactuar con la consola del navegador y mostrar mensajes de depuración, advertencias, errores, etc. Es muy útil para desarrolladores durante el proceso de depuración y prueba de aplicaciones web.

// Ejemplo de uso del objeto console

let nombre = "Juan";

let edad = 30;

let ciudad = "Barcelona";

console.log("Bienvenido a nuestra aplicación.");

console.log("Nombre:", nombre);

console.log("Edad:", edad);

console.warn("¡Atención! Esta es una advertencia.");

console.error("Se ha producido un error en la aplicación.");

console.info("Información adicional sobre el proceso.");

console.table({ Nombre: nombre, Edad: edad, Ciudad: ciudad });

En este ejemplo, se utilizan varios métodos del objeto **console**:

* **console.log()**: Muestra mensajes informativos en la consola.
* **console.warn()**: Muestra mensajes de advertencia en la consola.
* **console.error()**: Muestra mensajes de error en la consola.
* **console.info()**: Muestra mensajes de información en la consola.
* **console.table()**: Muestra datos en forma de tabla en la consola.

**Que es el objeto date (de un ejemplo)**

El objeto Date en JavaScript se utiliza para trabajar con fechas y horas. Proporciona métodos para obtener y establecer diferentes componentes de la fecha y la hora, como el año, el mes, el día, la hora, el minuto, el segundo, etc.

// Ejemplo de uso del objeto Date

let fechaActual = new Date();

// Obtener la fecha y hora actual

console.log("Fecha y hora actual:", fechaActual);

// Obtener el año actual

let anio = fechaActual.getFullYear();

console.log("Año actual:", anio);

// Obtener el mes actual (los meses se indexan desde 0)

let mes = fechaActual.getMonth() + 1;

console.log("Mes actual:", mes);

// Obtener el día del mes

let dia = fechaActual.getDate();

console.log("Día del mes:", dia);

// Obtener el día de la semana (0 para Domingo, 1 para Lunes, ..., 6 para Sábado)

let diaSemana = fechaActual.getDay();

console.log("Día de la semana:", diaSemana);

// Obtener la hora actual

let hora = fechaActual.getHours();

console.log("Hora actual:", hora);

// Obtener el minuto actual

let minuto = fechaActual.getMinutes();

console.log("Minuto actual:", minuto);

// Obtener el segundo actual

let segundo = fechaActual.getSeconds();

console.log("Segundo actual:", segundo);

En este ejemplo, primero se crea un objeto **Date** llamado **fechaActual**, que representa la fecha y hora actuales. Luego, se utilizan varios métodos del objeto **Date** para obtener diferentes componentes de la fecha y la hora, como el año, el mes, el día, la hora, el minuto y el segundo.

**Que es el objeto Math (de un ejemplo)**

El objeto Math en JavaScript proporciona un conjunto de funciones y constantes matemáticas predefinidas que se pueden utilizar para realizar operaciones matemáticas comunes. Estas funciones incluyen funciones trigonométricas, funciones exponenciales, funciones de redondeo, funciones de generación de números aleatorios, entre otras.

// Ejemplo de uso del objeto Math

// Obtener el valor absoluto de un número

let numero1 = -10;

let valorAbsoluto = Math.abs(numero1);

console.log("Valor absoluto de", numero1, ":", valorAbsoluto);

// Redondear un número hacia abajo al entero más cercano

let numero2 = 3.7;

let redondeoAbajo = Math.floor(numero2);

console.log("Redondeo hacia abajo de", numero2, ":", redondeoAbajo);

// Redondear un número hacia arriba al entero más cercano

let numero3 = 3.2;

let redondeoArriba = Math.ceil(numero3);

console.log("Redondeo hacia arriba de", numero3, ":", redondeoArriba);

// Obtener el máximo de dos números

let maximo = Math.max(5, 10);

console.log("Máximo entre 5 y 10:", maximo);

// Obtener el mínimo de dos números

let minimo = Math.min(5, 10);

console.log("Mínimo entre 5 y 10:", minimo);

// Generar un número aleatorio entre 0 (inclusive) y 1 (exclusivo)

let aleatorio = Math.random();

console.log("Número aleatorio:", aleatorio);

En este ejemplo, se utilizan varios métodos del objeto **Math**:

* **Math.abs()**: Devuelve el valor absoluto de un número.
* **Math.floor()**: Redondea un número hacia abajo al entero más cercano.
* **Math.ceil()**: Redondea un número hacia arriba al entero más cercano.
* **Math.max()**: Devuelve el máximo de los argumentos dados.
* **Math.min()**: Devuelve el mínimo de los argumentos dados.
* **Math.random()**: Devuelve un número aleatorio entre 0 (inclusive) y 1 (exclusivo).

**Que es el operador de cortocircuito en javascript (de un ejemplo)**

El operador de cortocircuito en JavaScript es una técnica que se utiliza en expresiones lógicas para mejorar la eficiencia y evitar la evaluación innecesaria de operandos. Cuando se encuentra un operador de cortocircuito, la evaluación se detiene tan pronto como se determina el resultado final de la expresión, sin necesidad de evaluar los operandos restantes.

Los dos operadores de cortocircuito en JavaScript son **&&** (AND lógico) y **||** (OR lógico).

**Operador && (AND lógico)**:

* Si el primer operando es falso, la expresión se evalúa como falsa y se detiene la evaluación. Si el primer operando es verdadero, la expresión se evalúa utilizando el segundo operando.

// Ejemplo de operador de cortocircuito &&

let resultado = false && hacerAlgo(); // Como el primer operando es falso, no se evalúa la función hacerAlgo()

console.log(resultado); // Imprime: false

function hacerAlgo() {

console.log("Haciendo algo...");

return true;

}

En este ejemplo, como el primer operando de **&&** es falso, la función **hacerAlgo()** nunca se llama y no se imprime "Haciendo algo...". Esto muestra cómo el operador de cortocircuito **&&** evita la evaluación innecesaria cuando el primer operando ya determina el resultado final.

**Operador || (OR lógico)**:

* Si el primer operando es verdadero, la expresión se evalúa como verdadera y se detiene la evaluación. Si el primer operando es falso, la expresión se evalúa utilizando el segundo operando.

// Ejemplo de operador de cortocircuito ||

let resultado = true || hacerAlgo(); // Como el primer operando es verdadero, no se evalúa la función hacerAlgo()

console.log(resultado); // Imprime: true

function hacerAlgo() {

console.log("Haciendo algo...");

return false;

}

En este ejemplo, como el primer operando de **||** es verdadero, la función **hacerAlgo()** nunca se llama y no se imprime "Haciendo algo...". Esto demuestra cómo el operador de cortocircuito **||** evita la evaluación innecesaria cuando el primer operando ya determina el resultado final.

**Que es el alert, confirm y pormpot (de un ejemplo de cada una)**

**alert():**

* La función alert() muestra un cuadro de diálogo con un mensaje y un botón de "Aceptar". Es útil para mostrar mensajes de alerta o información importante al usuario.

// Ejemplo de alert

alert("¡Hola! Este es un mensaje de alerta.");

**confirm()**:

* La función **confirm()** muestra un cuadro de diálogo con un mensaje, un botón de "Aceptar" y un botón de "Cancelar". Devuelve **true** si el usuario hace clic en "Aceptar" y **false** si hace clic en "Cancelar".

// Ejemplo de confirm

let respuesta = confirm("¿Estás seguro de que quieres continuar?");

console.log(respuesta); // true si se hace clic en "Aceptar", false si se hace clic en "Cancelar"

**prompt()**:

* La función **prompt()** muestra un cuadro de diálogo con un mensaje, un campo de entrada de texto y botones de "Aceptar" y "Cancelar". Devuelve el valor ingresado por el usuario como una cadena de texto, o **null** si se hace clic en "Cancelar".

// Ejemplo de prompt

let nombre = prompt("Por favor, ingresa tu nombre:");

console.log("Hola, " + nombre + "! Bienvenido.");

**Que son las expresiones regulares (de un ejemplo)**

Las expresiones regulares, también conocidas como regex, son patrones de búsqueda y manipulación de texto utilizados en programación. Permiten realizar búsquedas avanzadas, validaciones y manipulaciones de cadenas de texto de manera muy flexible y poderosa. Las expresiones regulares se componen de caracteres literales y metacaracteres que representan clases de caracteres, repeticiones, posiciones, etc.

// Ejemplo de expresión regular para buscar números de teléfono

let texto = "Mi número de teléfono es 123-456-7890. Llámame.";

let patron = /\d{3}-\d{3}-\d{4}/; // Expresión regular para buscar números de teléfono en formato ###-###-####

let resultado = patron.exec(texto);

if (resultado) {

console.log("Número de teléfono encontrado:", resultado[0]);

} else {

console.log("Número de teléfono no encontrado.");

}

En este ejemplo, la expresión regular **/d{3}-\d{3}-\d{4}/** busca un patrón de tres dígitos seguido de un guion, tres dígitos más seguido de otro guion, y cuatro dígitos más. Cuando se ejecuta esta expresión regular en el texto, encuentra el número de teléfono "123-456-7890".

**Que son las funciones anónimas autoejecutables (de un ejemplo)**

// Ejemplo de función anónima autoejecutable

(function() {

let mensaje = "¡Hola desde la función anónima autoejecutable!";

console.log(mensaje);

})();

En este ejemplo, se define una función anónima entre paréntesis **(function() { ... })** y se agrega un par de paréntesis adicionales **( ... )** al final de la declaración de la función para ejecutarla inmediatamente. Dentro de la función, se imprime un mensaje en la consola.

**Que son los módulos (Import y export) (de un ejemplo)**

Los módulos en JavaScript son una forma de organizar y reutilizar código al dividirlo en archivos separados. Los módulos permiten definir variables, funciones, clases y otros recursos en un archivo y luego exportarlos para que estén disponibles para su uso en otros archivos. Además, los módulos pueden importar recursos de otros archivos para utilizarlos en su propio código. Aquí tienes un ejemplo de cómo se utilizan los módulos con las declaraciones import y export:

Supongamos que tenemos dos archivos: **modulo1.js** y **modulo2.js**.

En **modulo1.js**, definimos una función y la exportamos para que esté disponible para otros módulos:

// modulo1.js

export function saludar(nombre) {

console.log(`¡Hola, ${nombre}!`);

}

En **modulo2.js**, importamos la función **saludar** del módulo **modulo1.js** y la utilizamos:

// modulo2.js

import { saludar } from './modulo1.js';

saludar('Juan');

En este ejemplo, **modulo2.js** importa la función **saludar** del módulo **modulo1.js** utilizando la declaración **import { saludar } from './modulo1.js';**. Luego, invoca la función **saludar('Juan');** para imprimir "¡Hola, Juan!" en la consola.